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Abstract
As the ecosystem of emerging mini-programs rapidly develops, an

increasing number of IoT devices, particularly BLE devices, are pro-

viding accompanying mini-programs as a convenient means for end

users to control these IoT devices. The associated security issues

have also attracted researchers’ interest recently. However, exist-

ing research on mini-program security primarily focuses on their

permissions, common development bugs, and cross-mini-program

communications with little attention on interactions between mini-

program and IoT devices. We propose MiniBLE, a static taint anal-

ysis tool for analyzing BLE mini-programs, focusing on detecting

insecure BLE pairing issues. MiniBLE was used to analyze 41,276

real-world mini-programs, demonstrating its effectiveness in identi-

fying potential vulnerabilities.We showMiniBLEwith some prelim-

inary results and a real-world case study in this work-in-progress

(WIP) paper.
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1 Introduction
Mini-programs, which are lightweight applications within a super

or host app, have become significant in mobile computing due to

their convenience and functionality. The worldwide popularity of
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mini-programs, hosted by platforms such as WeChat [5], Baidu [3],

Alipay [1], and TikTok [6], highlights the increasing concerns re-

garding their security and privacy.

Among those platforms, the WeChat mini-program platform, an

integral feature of the WeChat ecosystem developed by Tencent,

is the most popular. The mini-programs on WeChat, which are

built on a JavaScript-based WebView engine and operate within the

super app (i.e., WeChat), enable users to access various services, in-

cluding e-commerce, gaming, and utility tools. In addition, WeChat

mini-programs can possess hardware connectivity features, such

as Bluetooth Low Energy (BLE) [11], Near Field Communication

(NFC) [18], and WiFi [19]. Among these features, the BLE imple-

mentation in WeChat mini-programs presents notable security and

privacy challenges, particularly regarding interaction protocols

with IoT devices due to the universal application of BLE in IoT

devices.

Existing research has primarily assessed the security of mini-

programs from the perspective of mobile apps, like permissions poli-

cies [34], common development bugs [31], and cross-mini-program

communications [33]. Wang et al. developed TaintMini [29] and

Li et al. [25] created MiniTracker, both for tracking sensitive data

flow in mini-programs, while Wang et al. also developed APID-

IFF [30] was designed to detect API execution differences across

platforms. However, security issues related to the BLE capabilities

of mini-programs have received little attention in existing research.

In this work, we focus on the insecure BLE API usage in WeChat

mini-programs, highlighting the security risks of IoT devices within

this ecosystem. We designed an automated analysis framework,

MiniBLE, to detect potential BLE security issues in WeChat mini-

programs. MiniBLE is designed to automatically collect and filter

BLE-related mini-programs and analyze BLE security issues. Thus,

we conducted a preliminary large-scale analysis of 41,276 collected

mini-programs. Among those mini-programs, we filtered 1,316 BLE

mini-programs and found that 1,099/1,316 (83.5%) mini-programs

had potential BLE security issues.

2 Background
2.1 WeChat Mini-Program Architecture
WeChat offers a versatile platform for delivering mini-programs

without installation. These mini-programs enable users to access

various services, including e-commerce, gaming, and utility tools.

The architecture of a WeChat mini-program is bifurcated into two

primary components, as delineated in Figure 1: (1) the front-end,
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Figure 1: WeChat mini-program architecture.

which operates within the super app, facilitating user interaction

and access to system services; and (2) the back-end, which provides

the runtime environment and manages server-side operations.

AWeChatmini-programs source code [4] is composed of JavaScript,

WXML (WeiXin Markup Language) [8]. The front-end of the mini-

program is further subdivided into the render layer and the logic

layer [7]. The render layer employs WXML templates and WXSS

for structuring and styling the user interface, while the logic layer

utilizes JavaScript for handling application logic. These layers are or-

chestrated by aWebView thread for the render layer and a JavaScript

thread for the logic layer. To utilize BLE to communicate with the

IoT device, the mini-program invokes WeChat BLE APIs in back-

end Js files, which further trigger WeChat to invoke BLE APIs of

the operating system.

2.2 BLE Mini-program Application
A mini-program utilizes the interfaces encapsulated uniformly by

WeChat to use the hardware’s Bluetooth capabilities. Currently,

WeChat mini-programs only support Bluetooth Low Energy (BLE)

with host mode, peripheral mode, and BLE Beacons. The following

steps must be followed to use Bluetooth capabilities in a WeChat

mini-program:

• Initialize Bluetooth Adapter: A mini-program uses wx.o
penBluetoothAdapter [11] to enable Bluetooth first (other

Bluetooth-related APIs must be called after this API is invoked).

• Discover and Connect to Peripheral Devices: The API wx.s
tartBluetoothDevicesDiscovery [17] is used to search for

nearby Bluetooth peripheral devices (AdBP). After starting the

discovery process, the mini-programs can find target devices

from all discovered devices using wx.onBluetoothDeviceFo
und [16]. Subsequently, the mini-program stops the discovery

process with wx.stopBluetoothDevicesDiscovery [20]

and establishes a connection to the identified BLE device using

wx.createBLEConnection [11].

• Interact with Peripheral Devices: After connecting to the

device, the mini-program can retrieve all services of the BLE

device using wx.getBLEDeviceServices [13], obtain service

characteristics using wx.getBLEDeviceCharacteristics [12],

subscribe to and notify characteristics using wx.notifyBLECh
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Figure 2: The Workflow ofMiniBLE.

aracteristicValueChange [15], or write to characteristics

using wx.writeBLECharacteristicValue [21].
• Close BluetoothAdapter: The Bluetooth adapter can be closed
by calling wx.closeBluetoothAdapter [10] or when the mini-

program is destroyed.

Comparison with Android BLE APIs. On Android, BLE APIs

of the WeChat mini-program platform are built on encapsulating

the underlying operating system’s BLE functionality. This encap-

sulation simplifies the operation of BLE devices within the mini-

program, allowing developers to implement complex BLE communi-

cation through simpler mini-program APIs. However, this encapsu-

lation restricts the flexibility of BLE operations in the mini-program.

The restriction also involves certain BLE security settings. For ex-

ample, Table 1 shows the BLE capabilities in the mini-program and

Android apps. Compared to Android apps, these mini-program BLE

APIs only support basic readable, writable, and encrypted forms of

data transmission, which might cause potential MITM attacks.

2.3 Insecure BLE Pairing in Mini-programs
In the BLE connection process, pairing plays a crucial role and is

the foundation for secure communication between the host and

peripheral devices. In mini-programs utilizing BLE, device IDs are

obtained through the Discovery process before initiating a connec-

tion using the API wx.createBLEConnection. The mini-program

and its operating system (OS) automatically handle the subsequent

pairing process. Besides using this API for connection and pairing,

developers can also use wx.makeBluetoothPair [14]. However,

the official WeChat documentation describes this API: "This inter-

face should be used only when the developer does not want the

user to enter the pin code manually, and real machine verification

confirmation can be used in normal working conditions." In other

words, this API allows developers to use a hard-coded PIN for the

Passkey Entry pairing method. Although the API is designed to pro-

vide a convenient pairing method, it essentially functions similarly

to the insecure method discovered by Sivakumaran et al. [27] in

Android: developers use the setPin API to input hardcoded PINs,

allowing users to bypass the manual PIN entry step during secure

pairing, thus introducing a security downgrade risk.

In conclusion, the relatively simple implementation of BLE-

related configurations and APIs in mini-programs means that the

security of associated IoT devices depends on the developer’s secu-

rity awareness. Developers may need to employ additional security

mechanisms to ensure secure interactions.

wx.openBluetoothAdapter
wx.openBluetoothAdapter
wx.startBluetoothDevicesDiscovery
wx.startBluetoothDevicesDiscovery
wx.onBluetoothDeviceFound
wx.onBluetoothDeviceFound
wx.stopBluetoothDevicesDiscovery
wx.createBLEConnection
wx.getBLEDeviceServices
wx.getBLEDeviceCharacteristics
wx.notifyBLECharacteristicValueChange
wx.notifyBLECharacteristicValueChange
wx.writeBLECharacteristicValue
wx.closeBluetoothAdapter
wx.createBLEConnection
wx.makeBluetoothPair
setPin
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Table 1: Comparison of BLE Capabilities between WeChat Mini-Program and Android.

No. WeChat Mini-programs Description Android Apps Description
1 readable Readable PERMISSION_READ Readable

2 writeable Writable PERMISSION_WRITE Writable

3 readEncryptionRequired Encryption Read Request PERMISSION_READ_ENCRYPTED Read/Encrypted

4 writeEncryptionRequired Encryption Write Request PERMISSION_WRITE_ENCRYPTED Write/Encrypted

5 - - PERMISSION_READ_ENCRYPTED_MITM Read/Encrypted with MITM protection

6 - - PERMISSION_WRITE_ENCRYPTED_MITM Write/Encrypted with MITM protection

7 - - PERMISSION_WRITE_SIGNED Write/Signed

8 - - PERMISSION_WRITE_SIGNED_MITM Write/Signed with MITM protection

3 MiniBLE Design
We designed an automated analysis framework, MiniBLE, to detect

potential BLE security issues in WeChat mini-programs. In this

section, we first discuss our threat model and elaborate on the three

phases of MiniBLE: mini-program collection, BLE mini-program

filter, and BLE security analysis, as shown in Figure 2.

Threat Model. In this paper, we assume that the attacker possesses

the following capabilities: the attacker can intercept, modify, and

eavesdrop on all BLE packets transmitted over the air. The attacker

can also have physical access to the BLE device and obtain the

latest version of the BLE device’s mini-programs source code by

decompiling the mini-programs package. Lastly, when attacking,

the attacker is within the range of Bluetooth.

Mini-program Collection.: The first part of MiniBLE focuses on

collecting WeChat mini-programs. Crawling these mini-programs

is challenging due to the lack of official or third-party app markets

like Google Play for Android. Instead, users typically access mini-

programs through QR codes or searches within the WeChat client.

Similar to the previous work MiniCAT [37], we developed an

automated crawler that simulates user actions on the WeChat Win-

dows client. This crawler utilizes Natural Language Processing

(NLP) techniques to construct a keyword dictionary for searching

mini-programs and leverages metadata obtained via the WeChat

API to enhance the search process. The crawler then retrieves and

unpacks the mini-programs for further analysis, providing valuable

input for subsequent security evaluations. Furthermore, the crawler

retrieves mini-program packages from the user profile directory

and unpacks them into source code using wxappUnpacker [9] for
further analysis.

BLE Mini-programs Filter. To conduct a security analysis of BLE

mini-programs, MiniBLE first needs to extract BLE mini-programs

from the collected mini-programs. We found that in previous mea-

surement work targeting BLE companion mobile apps, Du et al. [22,

23] identified BLE companion apps based on the presence of Blue-

tooth permission declarations and Bluetooth API calls within the

apps. This inspired us to filter BLE mini-programs similarly by

searching for common characteristics.

As described earlier, a mini-program needs to call wx.openBluet
oothAdapter to enable the Bluetooth module, which is an essential

step to use BLE. MiniBLE uses the static analysis tool CodeQL to

generate an abstract syntax tree (AST) of the source code for each

crawled mini-program. It then searches for a callee node named

1 /* From: WeChat 8.0.40 for Android */
2 ...
3 k2.j(jVar.f295994r , "PAIRING_VARIANT_PIN", new Object

[0]);
4 if (jVar.f295991o == null) {
5 jVar.p(sR0.m.f307918v);
6 jVar.m();
7 return;
8 }
9 k2.j(jVar.f295994r , "setPin", new Object [0]);

10 if (! bluetoothDevice.setPin(jVar.f295991o) || jVar.
f295993q) {

11 return;
12 }
13 ...

Listing 1: Implementation of wx.makeBluetoothPair from
Decompile WeChat Android App.

wx.openBluetoothAdapter within the AST and filters out BLE

mini-programs without this node.

BLE Security Analysis. At this phase, MiniBLE primarily focuses

on the security issues related to the BLE pairing API mentioned

earlier. To verify whether the wx.makeBluetoothPairAPI causes a
security downgrade in IoT devices, we conducted a reverse engineer-

ing to the WeChat Android APK. Listing 1 shows the underlying

implementation of this API. We found that this API also called the

Android system-level API Bluetooth.setPIN, which is used to set

the PIN in Base64 encoding. Thus, any IoT device using this API in

a WeChat mini-program will downgrade to the insecure Just-Works

pairing method.

Therefore, this phase of MiniBLE can be translated into whether

the mini-program 1) calls the wx.makeBluetoothPair API, and

2) can obtain its mandatory parameter PIN. Specifically, MiniBLE

searches for a callee node named wx.makeBluetoothPair in the

AST. If the node is found, MiniBLE then extracts the value of its

parameter PIN. MiniBLE considers a mini-program vulnerable if

the PIN can be extracted.

4 Evaluations
In this section, we discuss the detection results of MiniBLE, and

present a case study with a real-world example.

Experiment Setup.Themini-program collection crawler ofMiniBLE

was deployed on a Windows 10 laptop (i7-9750H/32 GB RAM) with

Python 3.8.10. The static analysis of MiniBLE is performed on a

server running Ubuntu 20.04 with 32 CPU cores and 256 GB mem-

ory, utilizing 10 threads to analyze all mini-programs.

wx.openBluetoothAdapter
wx.openBluetoothAdapter
wx.openBluetoothAdapter
wx.makeBluetoothPair
Bluetooth.setPIN
wx.makeBluetoothPair
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1 /* Pairing with device */
2 wx.makeBluetoothPair ({
3 deviceId: deviceId ,
4 pin: wx.arrayBufferToBase64(new Uint8Array ([1, 2,

3, 4, 5, 6])),
5 success: (res) => {
6 console.log("makePair -success:", res)
7 },
8 fail: (err) => {
9 console.log("makePair -fail", err)

10 },
11 complete: (res) => {
12 console.log("makePair -complete", res)
13 }
14 )}

Listing 2: Source code of a BLE Smart Lock Companion Mini-
program.

Dataset. We use the collected 44,273 WeChat mini-programs as

the dataset for our experiment, occupying a storage space of 126.38

GB.

Result Overview.After excluding non-unpackable mini-programs,

44,273 mini-programs were successfully unpacked into the source

code. Among those collected mini-programs, MiniBLE success-

fully analyzed 41,726 (94.2%) of them, identifying 1,316 (3.2%) mini-

programs using BLE APIs (i.e., BLE mini-programs).

Among those BLE mini-programs, MiniBLE found that 1,099

(83.5%) mini-programs used wx.makeBluetoothPair for pairing.

This reflects the widespread use of wx.makeBluetoothPair in BLE

mini-programs and highlights that many mini-programs may have

adopted simplified pairing mechanisms, potentially introducing

security risks.

Real-World Case Study. To validate the effectiveness of MiniBLE,

we manually analyzed a companion mini-program for a smart lock

based on the analysis results. Listing 2 shows the code snippet of this

mini-program calling wx.makeBluetoothPair and using "123456"

as the PIN, encoded in Base64 (using wx.arrayBufferToBase64).
This degrades the PassKey Entry method to Just Work, putting end

users at risk of MITM attacks.

During the BLE pairing process, an attacker can exploit an MITM

attack using a static and predictable PIN ("123456") encoded in

Base64. To conduct such an attack, the attacker positions them-

selves within the Bluetooth range of the victim’s smart lock and its

companion mini-program. Then, the attacker can easily eavesdrop

on the BLE communication by BLE dongles or sniffers. The static

PIN allows them to extract sensitive information, such as pairing

credentials, without complex techniques or tools.

5 Discussions

Limitations. Currently, MiniBLE has only detected insecure BLE

pairing issues in mini-programs. We will further discuss and inves-

tigate other potential BLE security issues. Additionally, MiniBLE

currently supports automated analysis of WeChat mini-programs

only. However, we have identified that other mini-program plat-

forms, such as Alipay mini-programs [2], also support BLE devices.

Since mini-programs on these platforms are WebView-based appli-

cations developed using JavaScript, MiniBLE can be easily extended

to analyze these platforms as well.

Ethical Considerations. To ensure ethical research practices, we

conducted proof-of-concept attacks only on our accounts, devices,

and mini-programs. When crawling mini-programs or using the

metadata API, we set a reasonable rate limit (i.e., 20 requests per

minute) to prevent server disruptions.

6 Related Work

Mini-Program Security. Zhang et al. [36] presented MiniCrawler

to analyze WeChat mini-programs resource consumption, API us-

age, and obfuscation rate. Lu et al. [26] identified security flaws

in app-in-app systems related to resource management. Wang et

al. [31] developed WeDetector to find bug patterns, uncovering 11

new bugs in 25 mini-programs. Zhang et al. [34] examined identity

confusion vulnerabilities in 47 super apps, finding all were sus-

ceptible. Yang et al. [33] introduced CMRFScanner, revealing that

50,281 WeChat mini-programs and 493 Baidu mini-programs are

vulnerable to Cross Miniapp Request Forgery (CMRF) attacks.

In contrast to the aforementioned research, our work focuses on

the BLE security issues in mini-programs. We developed MiniBLE

to evaluate the prevalence of these BLE security issues on a large

scale.

BLE Security. With the advancement of Bluetooth technology,

more security research efforts are focusing on BLE security vulner-

abilities. Wu et al. [32] targeted the BLE link-layer authentication

mechanism’s reconnection procedure, proposing a BLE spoofing

attack where an attacker can supply spoofed data to a previously

paired BLE client device by masquerading as a BLE server device.

Tschirschnitz et al. [28] exposed a design flaw in the inconsistent

association model of the BLE pairing process, enabling method

confusion attacks to easily achieve an MITM position between two

BLE devices. Additionally, there is growing research on BLE pri-

vacy leakage, including identity tracking attacks that exploit static

UUIDs [38], MAC addresses [35], and advertised packets [24].

7 Conclusion
Mini-programs have gained worldwide popularity due to their con-

venience and functionality. Despite their benefits, they present sig-

nificant security and privacy concerns, particularly with advanced

features like Bluetooth Low Energy (BLE). In this work, we specifi-

cally targeted BLE security issues in WeChat mini-programs. We

developed MiniBLE, an automated analysis framework designed

to detect potential BLE security issues in WeChat mini-programs.

Through a large-scale preliminary analysis of 41,276 collected mini-

programs, we identified 1,316 BLE mini-programs and found that

83.5% had potential BLE insecure pairing issues, demonstrating the

effectiveness of our approach.
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